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Abstract. Admittedly, the teaching and learning of programming courses 
in the computer science and information technology programs have been 
extremely challenging. Currently, most instructors depend on either the 
problem-solving technique or the metacognitive technique to help 
students develop a range of cognitive skills, including metacognitive 
skills, which are important in the development of a strong computational 
thinking skill required for 21st-century learning. Studies focusing on the 
practices of instructors in using both techniques are scarce, thus 
motivating the researchers to carry out this study. This study was based 
on a qualitative approach involving a case-study design in which five (5) 
male and five (5) female instructors were selected from 10 pre-university 
centers in Malaysia as the respondents and participants in an intervention 
program. The research instruments used were an interview checklist and 
intervention guidelines. As anticipated, the findings showed that the 
activities of each technique could only help students develop certain sub-
skills of the computational thinking skill, thus underscoring the need for 
instructors to integrate both techniques in their teaching practices. Thus, 
it could be reasoned that using either the metacognitive technique or the 
problem-solving technique alone would not be sufficient to help students 
develop strong computational thinking skills, as each technique has its 
strengths and weaknesses. Therefore, it becomes imperative for 
instructors to leverage the strengths of both techniques by integrating 
both of them in the teaching and learning of programming courses. 
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1. Introduction  
Lately, a growing number of researchers and scholars have highlighted the 
importance of computational thinking (CT) in programming, made evident by 
an increasing number of studies that focus on such a construct, such as studies 
by Margarida (2017) and Xabier et al. (2018). To date, CT skills have been widely 
researched in many developed nations; In Malaysia, however, studies of such 
nature have been scarce. Nonetheless, in recent years, many stakeholders in the 
educational sector have put greater emphasis on the importance of CT in 
education, particularly in computer programming. For example, the Ministry of 
Education of Malaysia integrated elements of CT in the school curriculum in 
2017 (Ung, 2017). With this integrated curriculum, students would be able to 
learn basic computer science through activities involving problem-solving and 
logical thinking (Ministry of Education Malaysia, 2016). Specifically, the 
elements of CT, such as logical reasoning, estimation, developing the algorithm, 
and abstraction, were embedded in the new curriculum encompassing all levels 
of education from primary to tertiary education (Ministry of Education Malaysia, 
2016), signifying that all the stakeholders were strongly aware of the importance 
of students to acquire this important skill. Lately, many Malaysian school 
teachers have gone through a series of workshops to train them methods that 
they could use to teach students such a concept. The same is, however, not 
forthcoming for college and university lecturers; thus, it is hardly surprising to 
see them having difficulties in identifying effective methods that they could use 
to help develop strong CT skills among their students. As such, appropriate 
measures are needed to mitigate this predicament to ensure they could 
effectively teach students to become digital makers in Malaysia (Aizyl, 2016; 
Joseph, 2016).  
 
As such, it is vital to carry out more studies on the development of CT by 
focusing on appropriate activities in the learning of information technology and 
computer science, particularly programming courses. Surely, the findings of 
such studies could inform practitioners of the appropriate teaching techniques 
that they could use to help students develop such skills (Filiz, 2016). Admittedly, 
many studies have been carried out thus far, but they were primarily focused on 
metacognitive and problem-solving skills needed for programming (Havenga, 
2015), with only a handful being dedicated to investigating their relations to CT. 
To date, a growing number of local researchers have carried out several studies 
that dealt with such a research focus (Mohd Rum, 2015; Ung, 2017). Such studies, 
however, mainly centered on the preparation of schools’ teachers who would 
implement teaching activities that could enhance students’ CT. By contrast, there 
is a dearth of similar studies that focus on the preparation of college and 
university lecturers that would them choose proper teaching and learning 
techniques to help improve undergraduates’ and college students’ CT.    
Hence, this research was conducted to address such a research gap by focusing 
on metacognitive, problem-solving, CT skills, and programming. This study was 
premised on the teaching and learning of information technology in general and 
programming particularly among novice learners by examining appropriate 
techniques with which lecturers could use to enhance students’ CT skills. In this 
study, metacognitive and problem-solving skills were integrated into the 
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teaching and learning of a programming course. Thus, to direct research, two 
research questions have been formulated:   
1. How would lecturers apply metacognitive and problem-solving techniques in 

the computer programming teaching environment to improve novice students’ 
CT skills? 

2. How would metacognitive and problem-solving techniques be embedded in 
the learning of a programming course to improve novice students’ CT skills?  

 
This study is crucial as it is an initial step for instructors in developing CT skills 
among students. As emphatically noted by Malaysia’s premier, students need to 
have well-developed CT skills that would help nations in developing a capable 
generation of digital makers (Aizyl, 2016; Joseph, 2016). 
 

2. Literature Review 
Nowadays, more and more people need to depend on computational thinking 
(CT) skills to perform a broad spectrum of tasks. This skill is indispensable given 
its importance in today’s information-driven societies, entailing people to think 
logically, analytically, and systematically in solving numerous problems (Swaid, 
2015). According to Park (2016), CT involves problem-solving skills in 
programming with the creative use of computer hardware and software. 
Specifically, according to Wing (2016), individuals tap on their CT as they try to 
solve a complex problem by mathematically decomposing it into small units. 
From the learning perspective, the same researcher argues that students with 
good CT would be able to create command-line algorithms for a computer to 
perform a specific task in solving a particular problem. In other words, they 
reason that CT skills are closely related to problem-solving skills by using the 
computer. More broadly, it can reasoned that CT skills are associated with 
problem-solving skills without the use of the computer in various fields, such as 
science and mathematics. For example, CT skills can also be developed through 
the teaching of sciences or languages at the elementary school level. As such, 
such skills should be viewed in a more diverse, multi-disciplinary context.    
 
According to Mannila et al. (2014), CT is a term that encompasses a set of 
concepts and processes of computer science involved in deriving solutions to 
problems in several disciplines. In essence, according to Selby (2015), CT is 
defined as a multi-faceted skill comprising several sub-skills, namely 
abstraction, decomposition, evaluation, generalization, and algorithmic 
thinking. As such, the concepts of CT can be implemented in the classroom, such 
as logic, algorithm, decomposition, pattern, abstraction, and evaluation 
(Barefootcas, 2014). The definitions of such a concept made by Mannila et al. 
(2014), Selby (2015), and Barefootcas (2014) underscore that CT, which is an 
extremely important skill in the computing field, can also be applied to other 
important fields of knowledge.      
 
Over recent years, several scholars, including Margarida et al. (2017), Denning 
(2017), Buitrago Flórez et al. (2017), and Xabier et al. (2018), have embedded such 
concepts in the computer science and information technology fields through 
programming courses, given their close relationships. As emphasized by 
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Margarida et al. (2017), CT skills can be developed and assessed through ill-
defined problems at different educational levels. Essentially, CT skill concerns 
one’s ability to analyze problems, make informed decisions, and solve problems 
creatively (Kafai, 2016). As such, from a practical standpoint, students’ abilities 
in solving problems through logical thinking and in writing codes for computer 
applications and hardware are a measure of their CT (Djambong & Freiman, 
2016). In this respect, logical thinking and the skill in writing codes are two 
important elements in learning programming. Given that the elements of CT 
(namely abstraction, decomposition, evaluation, generalization, and algorithmic 
thinking) are closely related to the skills needed in solving computer 
programming, such as logical thinking, CT can, therefore, be developed through 
the teaching of computer programming.  
 
Moreover, programming for applications of systems and hardware in diverse 
fields can serve as a medium of CT (Voogt et al., 2015). More importantly, 
programming is a critical discipline of knowledge that students of computer 
science and information technology must master. However, most students find 
programming to be a difficult subject or course to learn, let alone to master it 
(Nurul Faeizah et al., 2020). Specifically, students face difficulties in solving 
programming problems that entail them to have the proper skills to deal with 
the problem-solving, syntax, and semantic of a programming language (Malik & 
Cildwell-Neilson, 2017; Hooshyar et al., 2015). As observed by many researchers, 
most students, in particular novice students, lack critical thinking and problem-
solving skills to help them learn computer programming (Djambong & Freiman, 
2016; Poli & Koza, 2014). In view of the challenges facing students in learning 
computer programming, teachers and instructors need to be creative in their 
teaching to help stimulate students to think logically and critically, which will 
certainly help them solve computing problem effectively and efficiently.  
 
Essentially, critical thinking refers to the use of cognitive skills or strategies to 
achieve an intended outcome. In other words, critical thinking is purposeful, 
reasoned, and goal-directed mental process for solving problems, formulating 
inferences, calculating likelihoods, and making decisions (Halpern, 1999). As 
emphasized by Ramdiah and Duran (2014), critical thinking involves the skillful 
handling of the structure inherent in thinking by imposing intellectual standards 
upon it. On the other hand, Paul et al. (1993) argued that critical thinking is self-
directed, self-disciplined, self-monitored, and self-corrective thinking. The same 
scholars assert that the capacity to solve problems is an important aspect of 
analytical thought, which encompasses general problem-solving interventions, 
including problem recognition, problem description, approach planning, the 
organizing of knowledge and resource distribution, tracking, and assessment 
(Sterberg & Sterberg, 2012). In the context of learning programming, the 
problem-solving steps required include the identification and definition of 
problems, the planning of problem-solving, the design of problem-solving, 
coding, testing, and documentation. In this regard, problem-solving skills refer 
to the ability to solve problems accurately, identify and define problems, propose 
alternative solutions, test and select the best alternative, and implement the 
selected solution. On the other hand, critical thinking relates to self-directed, self-
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disciplined, self-monitored, and self-corrective thinking. Juxtaposing the above 
two skills, it can be clearly seen that critical thinking skills and problem-solving 
skills are closely related to one another.   
 
Certainly, a lack of problem-solving skills contributes to students’ poor 
performances in learning programming (Mohd Rum, 2015), a subject matter 
consisting of complex, abstract concepts that make it difficult for students to 
understand, interpret, and perform complex tasks (Malik & Coldwell-Neilson, 
2017). Thus, they must have strong analytical, logical, and problem-solving skills 
as well as the skill in learning a particular programming language. The latter is 
important because programming allows students to analyze their thought 
processes and their strategies as a cognitive exercise that encourages the method 
of applying a newly learned solution to new problems (Mohd Rum, 2015). The 
practice of problem-solving in computer programming can improve students’ 
cognitive skills, allowing them to work methodically to build representations 
(Mayer, 2003). Such a practice provides the opportunity to help students develop 
strong metacognition. For example, Bergin et al. (2005) signified that students 
who achieved well in programming were more reliant than low-performing 
students on metacognitive management techniques, thus underlining the value 
of having strong metacognitive abilities for students to help them learn to 
program.  
 
Metacognition refers in essence to the deliberate preparation, monitoring, and 
assessment of the cognitive processes of individuals, such as their emotions, as 
they participate in the learning process (Sterberg & Sterberg, 2012). On the one 
hand, metacognitive knowledge refers to a more advanced level of knowledge 
that allows students to monitor, handle, interpret, and understand their 
knowledge during the learning process (Gaeta, 2014; Nimmi & Zakkariya, 2016). 
According to Abdullah et al. (2017), metacognition consists of two parts, namely 
the knowledge component and the skill component. Between these two 
components, the latter is deemed more important in the learning of computer 
programming as it helps students to effectively engage in problem-solving 
activities in which they learn to solve programming problems. Thus, 
metacognitive strategies or skills are critical to effective learning as they influence 
the control of cognition in activities involving planning, orienting, monitoring, 
checking, selecting, revising, evaluating, self-monitoring, and self-evaluating. As 
emphasized by Brown (1992), students need to have strong metacognition to 
enable them monitor their processes of thought strategically and effectively. 
Therefore, teachers’ instructions and feedback in the teaching and learning 
process would have a profound impact on the development of students’ 
metacognitive skills (Veenman, 2006; Hinojosa, Rodriguez & Paez, 2020).  
 
Despite the plethora of studies on the use of problem-solving and metacognition 
techniques in computer programming, not many studies have been devoted to 
studying their impacts on the development of CT skills. Thus far, only a handful 
of such studies has been carried out in Malaysia, which mainly involve the 
applications of such techniques at the school level that focused on teachers’ 
readiness in implementing the techniques. Therefore, this study was carried out 
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that focused on the teaching techniques that could be used to improve pre-
university students’ CT skills. Specifically, this study aimed to examine the 
impacts of the integration of problem-solving and metacognition techniques on 
the improvement of CT skills among novice programming students.       
 

3. Methods 
This qualitative study was based on a case study research design involving a 
series of semi-structured interviews in which several computer programming 
instructors were interviewed. In the interviews, information regarding their 
teaching activities before and after a learning intervention based on specific 
metacognitive and problem-solving guidelines was gathered to address the 
research questions.  
 
3.1 Procedure  
The procedure of the data collection of this study was slightly adapted from that 
used by Havenga (2015) who used a series of interviews that were carried out 
before and after an intervention. Such a slight adaptation was made to suit the 
context of this study. In particular, this study consisted of two phases, namely 
Phase 1 and Phase 2. The former involved collecting data and information on CT, 
while the latter concerned eliciting lecturers’ opinions regarding their teaching 
practices before and after the intervention, which helped highlight any teaching 
changes that might have occurred.        
 
The following are the two phases of the activities carried out in this  study.  
Phase 1: In the first phase, a critical review of the current literature was performed 
to help determine aspects of CT that need further research. The review of the 
literature was primarily centered on relevant studies published in books, research 
papers, conference proceedings, and journal articles.   
 
Phase 2: In the second phase, a case study was carried out where the researchers 
interviewed several instructors to elicit their feedback on their teaching practices 
before and after a learning intervention, which focused on helping to enhance 
novice programming students’ CT skills. This approach enabled the researchers 
to determine if there was a substantial change in their teaching practice, which is 
in line with recommendations made by Gill (2011).  
 
3.2 Respondents  
The respondents of the study were made up of ten (10) instructors of a 
programming course taught at several pre-university colleges, who were 
recruited through the purposeful sampling technique. They were primarily 
selected due to their involvement in the teaching of programming in which 
metacognitive and problem-solving techniques were used. Each one holds a 
Master Science’s degree in either computer science or information technology and 
had a teaching experience of at least five (5) years. Table 1 summarizes the 
demographics of the selected instructors.  
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Table 1: The Demographics of the participants 

Participant 
 ID 

Gender Age 
 (in a year) 

Working 
experience (in 

a year) 

P1 Female 39 9 

P2 Male 44 15 

P3 Female 40 7 

P4 Male 40 17 

P5 Male 45 8 

P6 Female 38 5 

P7 Male 42 12 

P8 Male 40 15 

P9 Female 50 25 

P10 Female 48 23 

 
3.3 Data collection 
Data were gathered through a series of semi-structured interviews involving 
programming instructors, which were conducted two times to elicit appropriate 
information on their teaching practices before and after the learning intervention. 
The following sub-sections provide a detailed account of the pre-intervention 
interviews, learning intervention, and post-intervention interviews.  
1. Pre-intervention interviews: The pre-intervention interview sessions were 
carried out one week before the intervention program to help determine whether 
the programming instructors had taught their students any metacognitive and 
problem-solving skills.    
2. Learning intervention: In the intervention, the instructors were guided to 
perform specific steps to derive proper solutions to programming problems based 
on problem-solving guidelines and metacognitive skills as follows:   

• Carefully read a given problem, highlight the main ideas, and comprehend 
and write down the main requirements of the problem. Review and refine 
such ideas and requirements as needed.   

• Formulate a solution to the problem.  

• Spell out the details of the required steps in terms of appropriate inputs, 
processing, and outputs. Highlight their aims and the processes involved.  

• Go through the solution that you have proposed.    

• With a given programming language, code all the above elements into a 
program. Examine your program for any programming errors and 
carefully evaluate the steps that you have performed.  

• Test your program.  

• Carefully review the programming codes and programming semantics.  

• Determine how effective your solution and explain whether it is the best 
solution. 

3. Post-intervention interviews: The final interviews were carried out to elicit 
information regarding instructors’ overall experiences in the intervention 
program. They were prompted with the following question: In what way 
would your experiences in using metacognitive and problem-solving skills 
relate to your teaching approach that could help improve your students’ 
programming and CT skills? 
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4. Results 
The findings of the study are discussed based on two themes, namely Theme 1 
(Using problem-solving competence in programming teaching and learning) and 
Theme 2 (Using metacognitive competence in programming teaching and 
learning). In turn, the discussions of the two themes are divided into two sub-
sections, namely before the intervention and after the intervention.  
 
4.1 Theme 1: Using Problem-Solving Competence in Programming Teaching 

and Learning 
1. Before Intervention: The feedback of the instructors indicated that they used 
specific problem-solving activities in their teaching practices before the 
intervention. For example, the first, second, seventh, and tenth participants, P1, 
P2, P7, and P10, stressed the analysis of questions by instructing their students to 
determine the appropriate input, process, and output during the planning of their 
programs, as exemplified by the second instructor’s feedback regarding his 
students’ work as follows: “… the students first construct the input, process, and 
output (IPO) table, and then they jot down the required steps. Also, they emphasized 
the use of algorithms as part of the detailed planning of programs, as highlighted 
by the same participant who gave the following feedback: “algorithms are essential 
to solving programming problems effectively. Hence, after constructing the IPO table, 
they should perform the algorithms before moving to the next steps”. Even though the 
third, fifth, and eighth participants, P3, P5, and P8, did submit their students’ 
homework, there was no mention of any specific problem-solving activities used 
by their students in solving the programming problem. By contrast, the sixth and 
ninth participants, P6 and P9, confessed that they did help their students by 
demonstrating the proper steps in analyzing programming problems.   

 
2. After Intervention: Once they had undergone the intervention, the instructors 
put a greater emphasis on the detailed requirements for each problem-solving 
step. For example, P3’s comments were highly informative as follows: “After they 
had split the problem into several sub-problems, the students could formulate a solution, 
as it became easier for them to manage the sub-problems as opposed to dealing with the 
main problem.” Moreover, the use of the guidelines proved to be extremely helpful, 
made clear by the same participant’s comment as follows: “The students were 
compelled to think critically and logically as they tried to solve the problem, entailing them 
to perform the appropriate steps in developing a program”. Likewise, the fourth 
participant’s (P4) remark was equally compelling when he said the following 
words:  

“Students must familiarize the first step before attempting to perform the ensuing steps 
that lead to the final solution”. Also, he elaborated on some strategies that could be 
used to deal with programming problems. By contrast, the fifth participant (P5) 
stressed the importance of time that students should take into consideration in 
analyzing problems, as clearly highlighted by his comment as follows: “Spending 
more time in analyzing the problems helped students to gain a better understanding, 
which led to better solutions”. Table 2 summarizes the problem-solving activities 
deemed highly effective by the instructors in the teaching and learning of 
programming before and after the intervention.  
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As clearly shown, a majority of the instructors used problem-solving activities, 
namely analysis, planning and design, in their teaching of programming before 
and after intervention. For example, only Participant 6 and Participant 9 used the 
analysis activity in their teaching before intervention. Also, Participant 1, 

Table 2:  Highly emphasized problem-solving activities in the teaching and 
learning of programming before and after the intervention 

Before Intervention After Intervention 

Participant  Activities Participant  Activities 

Participant 1 Planning 
- analysis (IPO) 
Design 
- algorithm 

Participant 1 Planning 
- analysis (IPO) 
Design 
- algorithm 

Participant 2 Planning 
- analysis (IPO) 
Design 
- algorithm 

Participant 2 Planning 
- analysis (IPO) 
Design 
- algorithm 

Participant 3 Assigning homework 
- (specific activities 

were not mentioned) 

Participant 3 Planning 
- breakdown the 
problem 
- think critically and 
logically 

Participant 4 - not available Participant 4 Observation 
Discussion 
- strategy on how to 
approach a 
programming problem 

Participant 5 Assigning homework 
- (specific activities 

were not mentioned)  

Participant 5 Analysis 
- need time when 
performing analysis 

Participant 6 Analysis 
- discuss the analysis 
of programming 
problems 

Participant 6 Analysis 
- discuss the analysis 
of programming 
problems 

Participant 7 Planning 
- analysis (IPO) 
Design 
- algorithm 
 

Participant 7 Planning 
- analysis (IPO) 
Design 
- algorithm 

Participant 8 Assigning homework 
- (specific activities 

were not mentioned) 
 

Participant 8 Planning 
- breakdown the 
problem 
- think critically and 
logically 

Participant 9 Analysis 
- discuss the analysis 
of programming 
problems 

Participant 9 Analysis 
- discuss the analysis 
of programming 
problems 

Participant 10 Planning 
- analysis (IPO) 
Design 
- algorithm 

Participant 10 Planning 
- analysis (IPO) 
Design 
- algorithm 



97 

 

http://ijlter.org/index.php/ijlter 

Participant 2, Participant 7, and Participant 10 used the planning and design 
activities in their teaching of programming. However, after intervention, more 
participants used all the problem-solving activities in their teaching of 
programming. In particular, the number of participants who used the analysis 
activity increased to three (3). This was made evident by Participant 5, Participant 
6 and Participant 9, who previously had never used such an activity, had now 
used the analysis activity in their teaching. Likewise, the number of participants 
who used the planning and design activities had increased to six (6), as 
exemplified by Participant 1, Participant 2, Participant 3, Participant 7, Participant 
8, and Participant 10 who used such activities in their teaching after the 
intervention.  
 
Admittedly, performing these activities entail students to have good 
programming skills. Furthermore, these activities are closely related to the 
elements of CT skills. For example, the analysis, design, and planning of problem-
solving activities are closely related to the abstraction, algorithm, and 
decomposition and generalization of CT, respectively. As such, performing the 
former activities can help students enhance the latter skills. Given these 
revelations, it is, therefore, important for programming lecturers to embed such 
problem-solving activities in the teaching of computer programming, the impacts 
of which can enhance both students’ programming skills and CT skills.  
 
4.2 Theme 2: Using Metacognitive Competence in Programming Teaching and 

Learning 
1. Before Intervention: The feedback elicited showed that the respondents also 
relied on some form of metacognitive skills in their teaching practices before the 
intervention. For example, the first participant (P1) allowed her students to plan 
their solutions before writing codes, as evidenced by her comments as follows: 
“Usually, I would discuss the problem first with my students by asking them to analyze 
the algorithms before writing the essential codes. Hence, they wrote the codes on a piece of 
paper before coding those algorithms on the computer”. On the other hand, the fourth 
participant (P4) allowed his students to explore the detail of a new topic based on 
the belief that the students could direct their thinking processes, made clear by his 
comment as follows: “I made a point to always to encourage my students to use their 
creativity in coding”. By contrast, the sixth participant (P6) relied on other 
strategies, namely problem-based learning, and collaborative learning, to help 
guide her students’ self-directed learning activities.  
 
2. After Intervention: As prescribed by the guidelines of the intervention 
program, the instructors gave some examples of the metacognitive skills that they 
had taught in the classroom. In particular, the first, second, and fifth participants 
(P1, P2, and P5) stressed the importance of planning a solution before writing a 
program, which could be discerned by some of their comments, such as those 
made by the first participant (P1) as follows: 
“The greater their efforts in planning, the greater they could understand the question … 
the students could tackle the question quite easily. I think most of them were able to do 
just that” and “… therefore, to each question, every student was prompted to ask, ‘What 
must I have to do to answer this question?’”.  Likewise, the second participant’s (P2’s) 
comments were also revealing based on the statements he made as follows: 
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“Students should do the planning before they wrote the program, as it was very important 
… they simply could not go to the computer and write the coding”. The above comments 
made by the first and second supported students’ mental activities by guiding 
them to refocus on a problem in hand, while the fourth participant (P4) 
emphasized the importance of such activities based on his feedback as follows: “It 
certainly helped them to fully grasp the problem”. The third participant’s (P3’s) 
stressed the importance of scaffolding as highlighted by her comment as follows: 
“At first, I guided my students. Then, as they could understand the problem and had some 
ideas on how to solve it, I let them continue with their work”. Interestingly, the sixth 
participant (P6) asserted that he had to divide students into several groups to 
facilitate them to discuss their problems more effectively. As a whole, the above 
findings are consistent with Francom (2010) and Mohd Rum (2015), who found 
subject-matter knowledge and self-directed learning skills (e. g. metacognition) 
collectively helped students to manage their thinking processes. Table 3 
summarizes the metacognitive activities that the participants deemed important 
in the teaching and learning of programming before and after the intervention. 
 
Table 3:  Highly emphasized metacognitive activities in the teaching and learning of 

programming before and after the intervention 

Before Intervention After Intervention 

Participant  Activities Participant  Activities 

Participant 1 Planning 
- provided a chance   

for students to plan 
their solutions 

Participant 1 Planning 
-  students involved 

actively in their 
programming tasks  

Participant 2 - not available Participant 2 Planning 
- students involved 

actively in their 
programming tasks 

Participant 3 - not available  Participant 3 - scaffolding 
 

Participant 4 Discovering 
- students discovered 
details. 
-encouraged students 
to be creative 

Participant 4 Planning 
- students involved 

actively in their 
programming tasks 

 

Participant 5 - not available Participant 5 Planning 
- students involved 

actively in their 
programming tasks 

Participant 6 Using additional 
strategies  
- problem-based 
learning 
- collaborative 
learning 
(enhanced self-
directed learning) 
 

Participant 6 Discussion 
- supported students 
by group 
  Discussion 
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As shown in Table 3, the only metacognitive activity used by the instructors was 
planning, as indicated by Participant 1 and Participant 7 who practiced such an 
activity in their teaching before the intervention.  The remaining  participants, 
however, used other types of teaching activities that were related to those of 
problem based-learning and collaborative learning. Interestingly, after the 
intervention, more participants used the metacognitive activities in their teaching 
of programming. Specifically, the number of participants who used the planning 
activity increased to seven (7), as demonstrated by Participant 1, Participant 2, 
Participant 4, Participant 5, Participant 7, Participant 8, and Participant 10. 
Arguably, the planning activity is one of the important steps in programming that 
every programming student need to learn and master. Moreover, such an activity 
can also help enhance students’ decomposition and generalization abilities, which 
constitute two of the components of CT skills. Therefore, by performing the 
planning activity, students will be able to enhance both their programming skills 
and CT skills.  
 

5. Discussion 
The analysis of respondents’ feedback based on the first theme (Theme 1) showed 
that only three instructors had integrated problem-solving activities, namely 
analysis, and planning, in their teaching practices before they followed the 
intervention program. As anticipated, after the intervention, more instructors 
indicated that they had integrated more specific problem-solving activities in their 
teaching, which could be attributed to their compliance with the guidelines given 
to them. Arguably, most instructors not only knew but also were quite conversant 
with a problem-solving technique that is widely regarded as the most popular 
technique in teaching and learning programming, thus compelling them to 
integrate it into their teaching practices. Such findings are consistent with Malik 
and Coldwell-Neilson (2017), Hooshyar et al. (2015), and Mohd Rum (2015), most 
of whom assert that problem-solving is an effective strategy to help students to 
understand and solve programming problems. Also, the same findings showed 
that majority of the instructors utilized analysis and planning activities in their 

Participant 7 Planning 
- provided a chance   

for students to plan 
their solutions 

 

Participant 7 Planning 
-  students involved 

actively in their 
programming tasks  

Participant 8 - not available Participant 8 Planning 
- students involved 

actively in their 
programming tasks 

 

Participant 9 - not available  Participant 9 - scaffolding 
 

Participant 10 Discovering 
- students discovered 
details. 
-encouraged students 
to be creative 

Participant 10 Planning 
- students involved 

actively in their 
programming tasks 
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teaching after the intervention. Oddly, only one instructor used observation and 
discussion activities in teaching his students. 
 
In this regard, the discussion technique could serve as an effective means to help 
students, especially novice students, learn to program as they could suggest 
creative ideas and work collaboratively to solve programming problems. 
Certainly, such a learning process could help them improve their logical thinking. 
As such, instructors had to be resourceful and creative in stimulating effective 
discussions among their students. As revealed in this study, a combination of 
problem-solving and discussion techniques could help train novice students to 
enhance their logical thinking and problem-solving skills. Such findings are 
consistent with those of previous studies, signifying such techniques as highly 
effective (Malik & Coldwell-Neilson, 2017; Uysal, 2014). 
 
Essentially, solving a given programming problem entails students performing 
several activities, namely analysis, planning, design, coding, and evaluation, 
which were given strong emphasis by the instructors as shown in Table 2. Such 
emphasis was not unexpected as these activities are critical components of 
problem-solving techniques that students had to apply before carrying out other 
ensuing activities. In the analysis activity, students were required to correctly 
identify the input, process, and output, which were essential to helping them to 
enhance their abstraction skills by identifying and extracting information that 
could help define the main idea of a given problem. On the other hand, the 
planning activity could help improve their decomposition skills, enabling them to 
split problems into smaller, manageable parts. As such, the above two activities, 
namely, analysis and planning, are deemed important steps in problem-solving. 
Therefore, it was not surprising to note that most instructors paid strong attention 
to these two activities to ensure their students would be able to perform other 
ensuing activities, namely, design, coding, and evaluation. Put simply, by 
performing these two activities, students would be able to improve their 
abstraction (Seong-Won & Youngjun, 2020) and decomposition skills, which are 
two critical sub-skills of the CT skill (Román-González, 2017).  Such findings are 
consistent with that of Mohd Rum (2015), indicating that teachers’ instructions of 
management processes and activities can help students improve their learning 
performances.   
 
The remaining activities, namely design, coding, and evaluation, are equally 
important in solving programming problems. In the design activity, students had 
to determine the proper steps to perform in the right sequence in solving the given 
problem. Surely, a high level of logical reasoning is required to solve problems by 
visualizing algorithms in a mental picture. In this regard, they use the algorithms 
and logical thinking concepts of CT. The next stage of programming is the 
implementation stage, which consists of several activities involving coding, 
compilation, linking, running, and debugging a program, necessitating strong 
logical thinking involving coding and identifying and correcting errors, which 
collectively could help improve students’ CT in terms of algorithmic thinking 
skill.  
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The final stage of programming involves the evaluation activity, which is needed 
to test and validate a program. After being verified to be free of any error, the 
program needs to be tested with different inputs to ensure it could fulfill the 
requirements of a given problem and produce accurate output. In principle, this 
activity is equivalent to the concept of evaluation in CT. As asserted, novice 
students’ CT skills could be enhanced through learning programming with the 
use of the above teaching techniques. Such an assertion is echoed by other 
scholars, such as Brennen and Resnick (2012), who argue that knowing about 
concepts and processes of computer programming could help students develop 
their CT skills or strategies. Furthermore, many researchers acknowledge that 
students could enhance their computational skills by engaging in certain 
activities, such as games, which require the use of some programming languages 
(Lee et al., 2014). Hence, instructors need to include such activities in their 
teaching strategies.  
 
For the second theme (Theme 2), the findings showed that only three participants 
had integrated metacognitive activities in their teaching practices before 
following the intervention program. Revealingly, they indicated that they used 
problem-based learning and collaborative learning in their teaching to help 
improve students’ self-directed learning, enabling the latter to perform self-
monitoring and self-evaluation. By following the guidelines (that they had 
learned in the intervention program), all the instructors stated that they integrated 
relevant activities in their teaching practices, such as planning, scaffolding, 
discussion, and evaluation, all of which are similar to the activities of problem-
solving technique. In particular, they emphasized the importance of scaffolding, 
which is a critical component to support students who are struggling in the early 
stage of learning (Feyzi-Behnagh et al., 2014).  
 
Despite their claims of integrating metacognitive activities in their teaching, 
anecdotal evidence showed that they did not perform self-monitoring and self-
evaluation activities to allow their students to reflect on the programming codes 
and semantics they had written. Most preferably, they should have prompted 
their students with some probing questions as follows: “How confident are you 
that you have effectively solved the problem?” or “Is this the best solution?”. As 
a whole, the above findings helped the researchers to answer the first research 
question, namely “How would instructors and lecturers apply metacognitive and 
problem-solving skills in the teaching computer programming environment to 
improve students’ CT skills”.  
 
The following discussions helped the researchers to answer the second research 
question, namely “How would the techniques of metacognitive and problem-
solving be embedded in the learning of programming to improve students’ CT 
skills?” and Table 4 shows the mapping of metacognitive and problem-solving 
activities with the components or elements of CT skill.  
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Table 4:  The mapping of metacognitive and problem-solving activities to CT 

 
Techniques/ 

activities 

Computational Thinking 
Abstraction Decomposition Generalization Algorithm Evaluation 

 

METACOGNITI
VE 

 

     

1. Planning  √ √   

2. Monitoring  √ √   

3. Selecting    √  

4. Checking    √  

5. Evaluating     √ 

6. Self-
monitoring Important for the development of students’ thinking skill and 

social skill 7. Self-
evaluating 

PROBLEM-
SOLVING 
 

     

1. Understandin
g and 
defining 

√     

2. Planning  √ √   

3. Designing    √  

4. Coding  √  √ √ 

5. Testing   √  √ 

 
1. Abstraction: As indicated in Table 4, only the first element of the problem-
solving technique, namely understanding and defining a problem, would 
significantly contribute to the development of the first element of critical thinking 
skill, namely abstraction. As such, students had to correctly identify and extract 
relevant information to enable them to define the main idea of a given problem. 
Such a process could certainly help enhance their abstraction skills (Shamir et al., 
2019). This assertion parallels that of Soumela and Stavros (2014), who argue that 
abstraction is the method of making something straightforward from something 
complex by leaving out the unnecessary information, identifying the necessary 
patterns, and extracting concepts from concrete details. 
 
2. Decomposition: As shown in Table 4, the planning and monitoring activities of 
the metacognitive technique and the planning activity of the problem-solving 
technique have a significant impact on the development of the decomposition 
skill, which is the second element of CT skills. In particular, students could 
perform the former activities by splitting a given problem into several manageable 
sub-problems, which closely mirrors those activities carried out by the 
decomposition process that breaks down a problem into smaller parts that are 
easier to deal with Shamir et al. (2019). Hence, by performing planning and 
monitoring activities of the metacognitive technique, students would be able to 
enhance their decomposition skills. Likewise, the coding activity of the problem-
solving technique could wield a significant impact on the development of such a 
skill, as coding is an activity in which students write codes using a programming 
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language, which entails them to divide a major programming routine into smaller 
sub-routines. 
 
3. Generalization:  As illustrated in Table 4, the planning and monitoring 
activities of the metacognitive technique would significantly contribute to the 
development of generalization skills of CT. Through such activities, students must 
rely on their prior knowledge in planning appropriate ways to solve a given 
problem and to adapt or reuse original codes to solve the problem. Similarly, the 
testing activities of the problem-solving technique could also contribute to the 
development of students’ generalization skills, entailing them to run a program 
repetitively by using numbers of different inputs to derive an optimal output or a 
solution. In this respect, many researchers have emphasized the importance of 
this technique, such as Soumela and Stavros (2014) and Xabier et al. (2018). 
Therefore, students would be able to enhance their generalization skills by 
performing the above activity. 
 
4. Algorithm: Table 4 shows that selecting and checking activities of the 
metacognitive technique and designing and coding activities of the problem-
solving technique would have a profound impact on the development of students’ 
algorithm skills of CT. In the selecting activity, students had to identify and select 
the most efficient and effective method of solving a given problem. In the checking 
and designing activities, they are required to carry out several activities as follows: 
(i) writing appropriate algorithms based on the outcomes of the analysis and 
planning activities, (ii) checking the algorithms that have been selected to ensure 
solutions generated therefrom would be effective, and (iii) checking the programs 
for syntax errors. As the algorithm skill of CT refers to the writing of step-by-step, 
precise, and explicit commands for the method (Buitrago Flórez et al., 2017; Nor 
Hasbiah & Jamilah, 2019), performing the above activities could effectively help 
students to develop this important skill in learning programming. 
 
5. Evaluation: Lastly, the evaluating activity of the metacognitive technique and 
the coding and testing activities of the problem-solving technique would have a 
significant influence on the development of students’ evaluation skills, which are 
one of the important sub-skills of CT skill. According to Malaysia Digital Economy 
Corporation (2018), evaluation is the process of ensuring that a solution is good 
and suits a function, whether an algorithm, method, or process. Therefore, by 
carrying out such activities, such as evaluating programming outputs based on 
the readability and efficiency criteria, students could certainly develop their 
evaluation skill, which is the last component of computational skill, which is 
extremely important in helping students to develop efficient, effective programs.  
Given such importance, it becomes imperative for instructors to prioritize such 
activities in their teaching activities.  As illustrated in Figure 1, some activities of 
metacognitive and problem-solving techniques do overlap with one another. 
Revealingly, none of the metacognitive activities has an impact on the 
development of the abstraction skill. Nonetheless, such a skill could be developed 
through the understanding and defining activities of the problem-solving 
technique. Likewise, the coding activity of problem-solving technique could help 
develop students’ decomposition, algorithm, and evaluation skills of CT. 
Surprisingly, the self-monitoring and self-evaluating activities of the 
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metacognitive technique do not play a vital role in the development of any 
component of the CT skill. Nevertheless, these two activities are critical to helping 
students to develop strong self-management skills and social skills. As indicated, 
the problem-solving technique does have some activities that could help students 
develop those two skills. Admittedly, such overlapping gives rise to the need for 
the integration of metacognitive and problem-solving techniques in a way that 
they could effectively complement one another.  

fFigure 1: A Vann’s diagram of activities of the metacognitive and problem-solving 

techniques 

 
Additionally, instructors could perform self-monitoring and self-evaluating 
activities by prompting students to focus on their learning by making them 
ponder some apt questions, such as “Have I made improvements in this area?”, “What 
are my strengths?”, “Are there rooms for improvement?” and “As the whole, where do I 
stand?” With such questions, students could self-reflect and assess their 
understanding of the activities they had undertaken (Joseph et al., 2016; Nunaki 
et al., 2019). Arguably, in such activities, they could evaluate their levels of CT 
that they might have acquired (Buitrago Flórez et al., 2017; Filiz, 2016). Likewise, 
they could also learn about their weaknesses (if any) and take appropriate 
corrective measures. As discussed, it could be reasoned that using either the 
metacognitive technique or the problem-solving technique alone would not be 
sufficient to help students develop strong CT skills, as each technique has its 
strengths and weaknesses. Therefore, it becomes imperative for instructors to 
leverage the strengths of both techniques by integrating both of them in the 
teaching and learning of programming courses. 

6. Conclusion and future work 
As acknowledged by most researchers and scholars, CT skill is one of the 
competencies deemed critical in the learning environment of the 21st-century. 
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Thus, efforts are needed to develop and strengthen this vital skill among students. 
In this regard, computer programming courses could serve as a practical platform 
to help students acquire such an important skill. As demonstrated in this study, 
programming instructors could use problem-solving and metacognitive 
techniques to help students develop their CT skills. However, the former lacks 
self-monitoring and self-evaluating activities to improve students' self-
management and social skills. By contrast, the latter lacks activities that could help 
students acquire strong abstraction skills. Given these drawbacks, both 
techniques should be integrated into the teaching and learning of programming 
courses rather than using either one of them in its entirety. Arguably, by 
complementing the activities of both techniques, students could learn 
programming more effectively such that they could acquire all the components of 
the CT skills. Certainly, more studies are needed to focus on the impact of the 
integration of problem-solving and metacognitive techniques on the development 
of a strong CT skill among programming students. This study is a part of an 
ongoing major study consisting of several phases. The ensuing part of the study 
would focus on the development of a teaching and learning model that could 
serve as a guideline to enhance students’ CT skills based on experts’ opinions. 
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